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• How do we know we are right?
• How can we know that $\cdot \left[ \begin{array}{c} S \\ T \end{array} \right]$ is secure?
Guarantees

Prove \( [\cdot]^S_T \) to attain a secure compilation criterion
Guarantees

• How do we know we are right?
• How can we know that $[\cdot]^S_T$ is secure?
• What do we mean with secure?
Show the security implications of the criterion
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Abstract

Communication in distributed systems often relies on useful abstractions such as channels, remote procedure calls, and remote method invocations. The implementations of these abstractions sometimes provide security properties, in particular through encryption. In this

From the join-calculus to the sjoin-calculus

Theorem 1 The compositional translation is fully-abstract, up to observational equivalence: for all join-calculus processes \( P \) and \( Q \),

\[ P \approx Q \text{ if and only if } \text{Env}[[P]] \approx \text{Env}[[Q]] \]
they needed a definition that their implementation of secure channels via cryptography was secure
The main question they had (and we still have):

what are good correctness criteria for secure compilers?
The Origins of the Secure Compiler

The main question they had (and we still have):
what are good correctness criteria for secure compilers?

Fully Abstract Compilation (FAC)

**Theorem 1** The compositional translation is fully-abstract, up to observational equivalence: for all join-calculus processes $P$ and $Q$,

$$P \approx Q \iff \text{Env}[\llbracket P \rrbracket] \approx \text{Env}[\llbracket Q \rrbracket]$$
Fully Abstract Compilation Influence

Typed Closure Conversion Preserves Observational Equivalence

Authentication primitives and their compilation

Secure Compilation of Object-Oriented Components to Protected Module Architectures

Secure Compilation to Protected Module Architectures

Fully Abstract Compilation to JavaScript

Fully Abstract Compilation via Universal Embedding
Why does Fully Abstract Compilation entail security?
Because FAC ensures that a \textit{target-level} attacker has the same power as a \textit{source-level} one.
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Compiler Full Abstraction

\[
\begin{align*}
\text{x} &= 1; \\
\text{x} &= 0; \\
\text{x} &+ +;
\end{align*}
\]

\[
\begin{align*}
\text{x} &= \text{0+2;} \\
\text{x} &= \text{x++2;} \\
\text{x} &= \text{x=x+=2;} \\
\text{x} &= \text{x=x+=2;} \\
\text{x} &= \text{x=x+=2;}
\end{align*}
\]

\[
\begin{align*}
\text{loadi r0 1} \\
\text{inc r0} \\
\text{ret r0}
\end{align*}
\]

\[
\begin{align*}
\text{loadi r0 0} \\
\text{addi r0 2} \\
\text{ret r0}
\end{align*}
\]

\[
\begin{align*}
\text{loadi r0 1} \\
\text{inc r0} \\
\text{ret r0}
\end{align*}
\]

\[
\begin{align*}
\text{loadi r0 0} \\
\text{addi r0 2} \\
\text{ret r0}
\end{align*}
\]

\[
\begin{align*}
\text{loadi r0 1} \\
\text{inc r0} \\
\text{ret r0}
\end{align*}
\]

\[
\begin{align*}
\text{loadi r0 0} \\
\text{addi r0 2} \\
\text{ret r0}
\end{align*}
\]
Compiler Full Abstraction

\[
\begin{align*}
x &= 1; & x &= 0; \\
x &= x++; & = x += 2; \\
\end{align*}
\]

\[
\begin{align*}
\text{loadi } r_0 & \ 1 & \text{loadi } r_0 & \ 0 \\
\text{inc } r_0 & = \text{addi } r_0 & \ 2 \\
\text{ret } r_0 & & \text{ret } r_0 \\
\end{align*}
\]
Compiler Full Abstraction

\[
\begin{align*}
    x &= 1; & x &= 0; \\
    x &= ++; & x &= += 2;
\end{align*}
\]

and have different powers!

\[
\begin{align*}
    \text{inc } r_0 &= \text{addi } r_0 \ 2 \\
    \text{ret } r_0 &= \text{ret } r_0
\end{align*}
\]
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- An attacker linking or injecting target code is not constrained by source constructs.
- FAC protects against these attacks.
- The co-implied equalities reduce to...
Why is FAC Secure?

1. confidentiality
2. integrity
3. invariant definition
4. memory allocation
5. well-bracketed control flow

Agten et al.’12, Abadi and Plotkin ’10, Jagadeesan et al.’11
Why is FAC Secure?

- FAC protects against these attacks:
  1. confidentiality
  2. integrity
  3. invariant definition
  4. memory allocation
  5. well-bracketed control flow

Confidentiality:

\[ P_1 = P_2 \iff [P_1]^S_T = [P_2]^S_T \]

- \( P_1 \) and \( P_2 \) have different secrets
- but they are equivalent

Agten et al.’12, Abadi and Plotkin ’10, Jagadeesam et al.’11
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1. One.
2. Two.
3. Three.
4. Four.
5. Five.

confidentiality:

\[ P_1 = P_2 \iff [P_1]^S_T = [P_2]^S_T \]

• **P1** and **P2** have different secrets
• but they are equivalent
• \([P_1]^S_T\) and \([P_2]^S_T\) also have different secrets
• but they are equivalent

Agten et al.’12, Abadi and Plotkin ’10, Jagadeesan et al.’11
Why is FAC Secure?

1. Confidentiality:
   \[ P_1 = P_2 \iff [P_1]^S_T = [P_2]^S_T \]
   - \( P_1 \) and \( P_2 \) have different secrets
   - but they are equivalent
   - \([P_1]^S_T\) and \([P_2]^S_T\) also have different secrets
   - but they are equivalent
   - so the secret does not leak

Agten et al.’12, Abadi and Plotkin ’10, Jagadeesan et al.’11
Why is FAC Secure?

1. confidentiality
2. integrity
3. invariant definition
4. memory allocation
5. well-bracketed control flow

If the source has it.

Agten et al.’12, Abadi and Plotkin ’10, Jagadeesan et al.’11
Why is FAC Secure?

1. confidentiality
2. integrity
3. invariant definition
4. memory allocation
5. well-bracketed control flow

• FAC preserves these properties

If the source has it.

Agten et al.’12, Abadi and Plotkin ’10, Jagadeesan et al.’11
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Not All That Glitters is Gold

- No support for separate compilation [Patrignani et al.’16, Juglaret et al.’16]
- No support for undefined behaviour [Juglaret et al.’16]
- Costly to enforce
- Preserves hypersafety under certain conditions [Patrignani and Garg ’17]
Perspective on Foundations

Use Full Abstraction
(with precautions)
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- Invent new definitions
- Use Full Abstraction (with precautions)
Perspective on Foundations

Invent new definitions
Perspective on Foundations

Invent new definitions

Ongoing work with:
Catalin Hritcu (INRIA)
Deepak Garg (MPI-SWS)
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• study language techniques for proofs
• implement secure compilers to new security architectures
Programming Languages Techniques for Secure Compilation
• better proof techniques
Proving FAC

\[
P_1 \sim_{ctx} P_2
\]

\[
\llbracket P_1 \rrbracket^S_T \sim_{ctx} \llbracket P_2 \rrbracket^S_T
\]
Proving FAC

\[ P_1 \triangleq_{\text{ctx}} P_2 \]

\[ [P_1]^S_T \triangleq_{\text{ctx}} [P_2]^S_T \]
Proving FAC

\[ P_1 \overset{\sim}{\approx}_{ctx} P_2 \]

\[ \downarrow \]

\[ \left[ P_1 \right]_T^S \overset{\sim}{\approx}_{ctx} \left[ P_2 \right]_T^S \]
Proving FAC

\[ \forall C. C[\left[ P1 \right]_T^S] \Downarrow \iff C[\left[ P2 \right]_T^S] \Downarrow \]
Proving FAC

\[ P_1 \sim_{ctx} P_2 \]

\[ [P_1]^S_T \pm [P_2]^S_T \]
Proving FAC

\[ P_1 \sim_{ctx} P_2 \]

Jagadeesan et al.'11,
Agten et al.'12,
Patrignani et al.'15'16,
Juglaret et al.'16
Proving FAC

\[ P_1 \sim_{ctx} P_2 \]

\[ \Downarrow \]

\[ [P_1]^S_T \sim [P_2]^S_T \]
Proving FAC

\[ P_1 \sim_{ctx} P_2 \]

Abadi et al.'00'01'02'
Bugliesi et al.'07
Adao et al.'06
Fournet et al.'13
Proving FAC

\[ P_1 \sim_{ctx} P_2 \]

\[ \Downarrow \]

\[ [P_1]^{S_T} \sim_n [P_2]^{S_T} \]
Proving FAC

\[ P_1 \simeq_{ctx} P_2 \]

Ahmed et al.’8’11’14’15’16’17, Devriese et al.’16

\[ [P_1]^S_T \simeq_n [P_2]^S_T \]
Proving FAC with Logical Relations

\[ P_1 \sim_{ctx} P_2 \]

\[ [P_1]^S_T \sim_{ctx} [P_2]^S_T \]

approx. compiler security
Proving FAC with Logical Relations

\[ P_1 \approx_{ctx} P_2 \]

\[ C \left[ \llbracket P_1 \rrbracket^S_T \right] \Downarrow \_ \Rightarrow C \left[ \llbracket P_2 \rrbracket^S_T \right] \Downarrow \_
\]

approx. compiler security

\[ \llbracket P_1 \rrbracket^S_T \approx_{ctx} \llbracket P_2 \rrbracket^S_T \]

Benton et al. /zero.osf/nine.osf/one.osf/zero.osf
Hur et al. /one.osf/one.osf
Neis et al. /one.osf/five.osf

\[ C \left[ \llbracket P_1 \rrbracket^S_T \right] \Downarrow \_ \Rightarrow C \left[ \llbracket P_2 \rrbracket^S_T \right] \Downarrow \_
\]

• back-translation of terms
• reasoning at the type of back-translated terms
• needed for all kinds of back-translation
• needed for alternative criteria too
Proving FAC with Logical Relations

\[ P_1 \sim_{ctx} P_2 \]

\[ \langle C \rangle_n \sim_n C \]

\[ P_1 \sim_\_ [P_1]^S_T \]

\[ C[[[P_1]^S_T]] \downarrow_n \Rightarrow C[[[P_2]^S_T]] \downarrow_\_ \]

\[ [P_1]^S_T \sim_{ctx} [P_2]^S_T \]
Proving FAC with Logical Relations

\[ P_1 \sim_{ctx} P_2 \]

\[ \langle C \rangle_n[P_1] \downarrow_\_ \]

\[ \langle C \rangle_n \sim_n C \]

\[ P_1 \sim_\_ [P_1]^S_T \]  \hspace{1cm} (1)

\[ C[[P_1]^S_T] \downarrow_n \Rightarrow C[[P_2]^S_T] \downarrow_\_ \]

\[ [P_1]^S_T \sim_{ctx} [P_2]^S_T \]
Proving FAC with Logical Relations

\[ \text{P1} \sim_{\text{ctx}} \text{P2} \]

\[ \langle \text{C} \rangle_n[\text{P1}] \Downarrow \Rightarrow \langle \text{C} \rangle_n[\text{P2}] \Downarrow \quad (2) \]

\[ \langle \text{C} \rangle_n \sim_n \text{C} \]

\[ \text{P1} \sim_{\_} [\text{P1}]^S_T \quad (1) \]

\[ \text{C}[[[\text{P1}]^S_T]] \Downarrow_n \Rightarrow \text{C}[[[\text{P2}]^S_T]] \Downarrow_\_ \]

\[ [[\text{P1}]^S_T] \sim_{\text{ctx}} [[\text{P2}]^S_T] \]
Proving FAC with Logical Relations

\[ \mathbf{P1} \sim_{ctx} \mathbf{P2} \]

\[ \langle \langle \mathbf{C} \rangle \rangle_n[\mathbf{P1}] \downarrow \Rightarrow \langle \langle \mathbf{C} \rangle \rangle_n[\mathbf{P2}] \downarrow \quad (2) \]

\[ \langle \langle \mathbf{C} \rangle \rangle_n \sim_n \mathbf{C} \]

\[ \mathbf{P1} \sim_\_ [\mathbf{P1}]_S^T \]

\[ \langle \langle \mathbf{C} \rangle \rangle_n \sim_\_ \mathbf{C} \]

\[ \mathbf{P2} \sim_\_ [\mathbf{P2}]_S^T \]

\[ \mathbf{C}[\mathbf{P1}]_S^T \downarrow_n \Rightarrow \mathbf{C}[\mathbf{P2}]_S^T \downarrow \]

\[ [\mathbf{P1}]_S^T \sim_{ctx} [\mathbf{P2}]_S^T \]
Proving FAC with Logical Relations

\[ P_1 \sim_{ctx} P_2 \]

\[ \langle C \rangle_n \sim_n \langle C \rangle_n \]

\[ P_1 \sim_? \llbracket P_1 \rrbracket_T^S \]

\[ \llbracket C \llbracket \llbracket P_1 \rrbracket_T^S \rrbracket_T \downarrow_n \Rightarrow \llbracket C \llbracket \llbracket P_2 \rrbracket_T^S \rrbracket_T \downarrow_? \]

\[ \llbracket P_1 \rrbracket_T^S \sim_{ctx} \llbracket P_2 \rrbracket_T^S \]

\( \text{P1} \sim \llbracket P1 \rrbracket_T^S \) is obtained with standard techniques

Benton et al.'09'10
Hur et al.'11
Neis et al.'15

approx. compiler security
Proving FAC with Logical Relations

\[
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• **ASLR**  [Abadi & Plotkin ’10, Jagadeesan et al.’11]
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