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• SC is a very active research field with many unsolved difficult problems to work on (for some questions there is no answer yet)
• Pose questions
• Course flavour: formal methods.
• You think how to bridge the gap between formality and practicality
A Note on Flavour

Formal methods give you the tools to reason about things and to reason about the motivation why things are done in a certain way.
• Develop a super toy formal compiler
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- Develop a super toy formal compiler
- Prove it is correct, understand why it is not secure
- Prove that it is Fully Abstract via Backtranslations
- Understand why Full Abstraction yields security
- Prove that it is Robustly Safe
- Understand why Robust Compilation yields security
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• what tools are there to preserve abstractions?
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• Study what preserving abstractions means via secure compilation criteria
• Devise efficient enforcement mechanisms to attain security
• Prove compilers can use these mechanisms for security
Recommended Reading

- http://drops.dagstuhl.de/opus/volltexte/2018/
- https://blog.sigplan.org/2019/07/01/secure-compilation/
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Insecure interoperability: linked code can read and write data and code, jump to arbitrary instructions, smash the stack, ...
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Secure compilation
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